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Abstract

The development of Fuzzy Logic Controllers (FLC) with low error rates and cost effectiveness has been the subject
of numerous studies. This paper study goals to the investigation and then implementation an FLC using the readily
accessible and reasonably priced Raspberry Pi technology. The FLC used in this work has two inputs, one output, and
five Membership Functions (MFs) for each input and output. The FLC goes through two processes, tweaking the MF
parameters and tuning input/ output Scaling Factors. The tuning technique makes use of the Genetic Algorithm (GA).
The whole set of the FLC probabilities is taken into account as the tuned FLC controller, and then transformed into a
lookup table. The Center of Gravity (COG) approach is used to determine the output for the tuned FLC controller. The
resulting table is converted into values of digital binary using a specific type of encoder, and then extraction of the set of
Boolean functions to apply this tuned circuit. Finally, the Python 3 programming language is used to define the resultant
Boolean functions on the Raspberry Pi platform, and then a decoder extracted the appropriate control action from the
output. The Benefit of this method is the use of a digital numbering system to define the FLC, which is implemented on
Raspberry Pi technology and allows for fuzzified high processing speed output per second. The controller speed has not
been unaffected by the quantity for these fuzzy rules.
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I. INTRODUCTION AND BACKGROUND tem of fuzzy logic with modification approaches are adapted
in the computer software domain: the systems of neuro-fuzzy

Fuzzy Logic System (FLS) has high level of non-linear out-  and the systems of genetic fuzzy which hybridize the method

puts, which make academic researchers to think how to lin-
earize that output, because many traditional methods of lin-
earizing have specific errors. Genetic Algorithms (GAs) have
been appeared to be giving the linearization for FLS outputs.
Researchers used GA in many FLS applications, such as opti-
mizing the rules of FLS, generating optimized membership
functions, setting optimized parameters for the membership
functions, etc., [1-4]. Currently, fuzzy logic systems proved
their capability to overcome various types of issues in dif-
ferent applications. In addition, there are many ascending
curiosities for providing these applications the capabilities to
learn. A couple well-known methods for hybridizing the sys-

for approximating cause of fuzzy logic systems alongside the
abilities for learning the evolutionary algorithms and the neu-
ral networks [5,6]. There are two types of Fuzzy Inference
Systems (FIS). These types utilize the following renowned
computational systems: The Multi-objective Fuzzy (MFS),
the Neuro Fuzzy (NFS), the Genetic Fuzzy (GFS), the Evolv-
ing Fuzzy (EFS), and the Hierarchical Fuzzy (HFS) systems.
Thes five fuzzy systems are connected together. The Multi-
objective Fuzzy System (MFS) overcomes trade-offs with mul-
tiple objectives, such as the synchronous maximization for the
accuracy and the illustration. The Neuro Fuzzy System (NFS)
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merges the systems of Neural Network Learning (subset of
Machine Learning (ML)) with the Fuzzy Inference Systems
(FIS) to upgrade the approximation calculations and features.
The Genetic Fuzzy System (GFS) has the self-guiding struc-
ture that utilizes the optimization process in the Evolutionary
Algorithms (EA). The Evolving Fuzzy System (EFS) over-
comes the curses of data streaming using the changes of this
system gradually. The optimization methods are the follow-
ing fuzzy system types: The Takagi—Sugeno—Kang and the
Mamdani. The Hierarchical Fuzzy System (HFS) merges
multiple low dimensional hierarchical approaches with fuzzy
logic units in order to solve the dimensionality problems [4].
According to the search techniques of Gas’ stochastic, op-
timization can be utilized without gradient data relying or
getting Local Minima stuck [5] Fuzzy systems capable for
solving a range of issues have been created using the combi-
nation of fuzzy logic (FL) and GAs. Researchers have begun
to utilize the GA as a fuzzy matcher in FL systems in the
1990’s [7-9]. Obviously, FL methods have proven to be quite
effective in solving a variety of other issues. For instance, FL
can be used to characterize vague and ambiguous information
in case representation. Through the idea of progressive rules,
FL can also be used for case adaptation [9]. The global mini-
mization for the numerical functions’ tasks is most significant
for many fields of knowledge. The tasks are exploited for a
variety of industries, including engineering, finance, manage-
ment, and medicine. For the Self-Optimizing Fuzzy which
has the ability for tackling a wide range of issues, FL. and
Ga approaches were combined into a generic model. New
cases would then be solved using the current case base. The
detection of occupancy is a very important machine learning
issue. Several approaches are available for the detection of oc-
cupancy in the systems of vehicles, such as automobiles in par-
ticular. In the meanwhile, automobile safety is becoming very
important and sufficient in its industry’s field. For instance,
car airbags are becoming a simple but significant tool to en-
sure safety whilst driving these cars. These airbags do come
with their risks though, they are capable of severely injuring
minors because of their tendency to generate a lot of power.
The detection of the passengers’ number in a vehicle and the
sorting of each individual based on gender and age through
image processing of the photos of these passengers. This is ap-
plied for the purpose of reducing the risk of airbag usage close
to minors. At low speed (less than 30 km/hr), the cars are
classified and each car is determined further. Haar Cascades
method used for the aforementioned detection process; starts
with face detection, and secondly determines their age classi-
fication [10]. This article system applied a Raspberry Pi kit,
which is a small single-board industrial minicomputer. First
design of the Raspberry-Pi kit was in United Kingdom [11,12]
. The more popular version of that kit is the original models in

spite of the anticipated models [13] , because it doesn’t have
any peripherals or cases. Also, the academic researchers and
students may need specific accessories to accomplish their
electronic circuits projects [14, 15]. Many algorithms look to
accomplish the issues of the ways of single control, operation
of cumbersome, and interconnection complexity among ma-
chines in smart home devices which are available in stores.
Raspberry Pi kits could be designed for the motherboard of
control systems, utilizing speech interaction, gesture recogni-
tion, face detection, posture detection, applications of mobile
phones and multiple operation techniques of the devices for
the home control, based on a light standard messaging proto-
col, defined self-contained systems for the smart home. The
open-source software EMQ proxy could be used as a server to
denote the local networking for the smart home by the house
Local Area Network (LAN). The delay of transmitting the
information should be short. The security should be very high.
Traditional WIFI (such as ESP8266) module with the required
hardware reduces the costs. The functions could be selected
and customized. While GA tuning techniques have made sig-
nificant contributions to enhancing system specifications, the
quest for achieving optimal values has driven the motivation
behind this research to pursue further optimization. In this
research, self-improving fuzzy systems have been developed
by combining genetic algorithms and fuzzy logic, which have
proven the effectiveness for addressing a wide range of prob-
lems in many research fields. In addition to this introduction,
the paper consists of the following titles: Section II provides
a formulation of the problem; Section III derives the FLC
by using the Raspberry Pi kit; Section IV offers the control
methodology that we adopted; Section V for the result; and
Section 6 make conclusions from the research results

II. PROBLEM FORMULATION

In this work, the researchers used a closed loop control system,
which contains an error signal (e). That error generates from
the difference between the input signal and feedback of the
output signal of the system. The rate of change for this error
(ce) produces from a differentiation block of that error. The
closed loop system contains a controller (e.g., Fuzzy Logic
Controller) to get a control action to control the system plant.
In this paper approach, the researchers added specific Scaling
Factors (SFs). Two Scaling Factors (SF1 and SF2) have been
added at the input side of the plant. Only one Scaling Factor
(SF3) is added at the output side of the plant, Fig. 1. These
SFs are being adjusted using genetic algorithm (GA). In this
research, the genetic algorithm has two jobs:

1. Improving these scaling factors with the fixing parame-
ters of the membership function base.

2. Adjusting the membership function base parameters
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with fixing the scaling factors.

By try-and-error procedure, scaling factors parameters are
obtained. These SF applied on the closed-loop control system
for the FLC of the plant, Fig.1. To get an appropriate response,
the inputs will be fuzzified, ruled, and deffuzified. The GA
chromosomes will serve as the scaling factors (SF1, SF2, and
SF3), and the integration of squared error (ISE). That ISE
is the difference between the desired and obtained response.
ISE serves as the fitness function, Fig.2. In order to obtain
the proper base-parameters (x-axis parameters) for these MFs,
these scaling factors must be settled using GA once more. The
GA’s chromosomes represent these parameters. When tuning
process have been accomplished, the rules table can be written
according to the following membership-base parameters: error
(e), crisp error (ce) and control action (ca). The researchers
build a prototype version for the system. There are many
methods have been used to build the FLC. The most well-
known and suited method was the implementation by the
using of the FLC microprocessors and/or microcontrollers.
8-bit microprocessors/ microcontrollers are practical in the
design of many control systems, but they are not suitable in
the systems that need a high processing speed. For our system
case, Raspberry Pi 3 platform is the suitable platform. Model
B+ of that Raspberry Pi 3 kit contains 64-bit with a 1.4-GHz
clock of processor. Before installing the Raspberry-Pi circuit,
the inputs (e) and (ce) membership-base parameters must be
converted. After that, the signals will be processed using
the Raspberry Pi kit, which acts as the fuzzy logic controller
(FLC). Finally, the output will translate again as a control
action to analog signal using another special design decoder.
The block diagram for the process is illustrated in Fig.3.

III. Fuzzy LoGIC CONTROLLER USING
RASPBERRY P1

Fuzzy Logic Controller (FLC) is a technique, which has the
capability for emulating human expertise by employing a
fuzzy rule-based system to convert linguistic control into an
automated control algorithm. This makes FLC highly suitable
for controlling systems represented by nonlinear mathemat-
ical models, as it eliminates the requirement for an explicit
mathematical model. FLC design defined two fuzzy logic
control inputs with five membership functions for each input
(e and ce) and output (ca). The FLC design created the rules
as well. For the e, ce and ca, each membership function has
been encoded by a linguistic variable such as Zero (Z), Posi-
tive small (PS), Positive big (PB), Negative small (NS) and
Negative big (PB), respectively as shown in Fig. 4. Gener-
ation of the appropriate control actions in the FLC, need an
expert system that based upon the fuzzified in/out rules, Table
I shows the rules that the system needs them to implement the

TABLE 1.
RULES ADOPTED FOR THE FLC

Change of the control error (ce)

U | NB|NS| Z | PS|PB
NB | PB | PB | PB | PS Z
NS | PB | PB | PS Z | NS

Z |PB|PS| Z | NS |NB
PS | PS| Z | NS | NB | NB
PB| Z | NS |NB | NB | NB

error(e)

FLC.

To implement a fuzzy controller using the Raspberry Pi
Kit which is programmed by the Python language, many types
of the Raspberry-Pi kit were designed according to their gen-
erations. The first was the foundation (model A) and the
second for trading (Model B). The last model was developed
by Eben Upton (as CEO), called B+ and used for foundation
and trading. Raspberry Pi buying and selling is chargeable for
growing the technology even as the inspiration is a charity of
the education to promote the coaching of the computer tech-
nology’s basics in colleges, universities and schools; and in the
developed countries. In 2018, Raspberry Pi 3 / B+ has been
industrialized, which has the following specifications [16, 17]

1.4 GHz quad-core processor with 64-bit.
* Built-in Bluetooth.
* USB and network boot.

* Ethernet of (300 Mbit / s).

2.4 /5 GHz dual-band Wi-Fi of (100 Mbit / s).
¢ Power over Ethernet (PoE).

The SWI-Prolog programming language [18] is the main
software that can download it in the Raspberry-pi 3 kit, but it
is not possible to directly control a Raspberry-Pi pins (GPIO)
using only Prolog command. It is possible to achieve that
if Prolog combined with Python language to create a pro-
gram named [19]. PySWIP can allow Python program to
call Prolog commands in the same IDE. The programming
language (Python 2.7) may be setting up within various types
of operating systems [20]. In this paper the researchers set up
Linux operating system that is installed in the Raspberry-Pi
kit. Python programmed packages (library) help to implement
the FLC. These packages are: numpy, scipy, matplotlib, and
skfuzzy. The steps to implement a fuzzy controller using the
Python programming language are as follows:
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Fig. 2. The Genetic Algorithm, Which is Utilized for Obtaining the Most Optimal Three Scaling Factors

* Create universe variables for error (e). Create the change
of that error (ce). Create the required control action (ca)
for that.

« Utilize the skfuzzy library to generate fuzzy member-
ship functions for e, ce, and ca.

* Verify the program’s functionality by providing values
for error (e) and change of error (ce), then calculate
the degree of membership for each group using the
membership-base parameters (e, ce, ca) function.

» Construct an expert system based on the fuzzified in-
put/ output rules to generate appropriate control actions
within the Fuzzy Logic Controller.

e Implement the FLC in the Python programming lan-
guage by employing the generated rules.

« Utilize the matplotlib library to visualize the member-
ship functions graphically.

e Install the skfuzzy software by cloning it from the
GitHub repository and configuring it using the setup.py
file.

Execute the Python scripts incorporating fuzzy logic to gener-
ate the appropriate control actions.

IV. GENETIC ALGORITHM-FUZZY
OPTIMIZATION

Generally, the purpose of combining fuzzy logic and genetic
algorithm methods is to develop a flexible and self-optimizing
fuzzy system that is capable of solving a variety of problems.
This system would use a case database already in existence,
to develop answers for fresh cases, increasing its adaptabil-
ity and problem-solving skills [21,22]. When the supplied
function exhibits multiple local minima, each with their own
reaction basin and often causing the outcome to rely on a start-
ing point, problems start to arise. Unfortunately, nonlinear,
discontinuous, multi-modal, high-dimensional, and compli-
cated goal functions are where the majority of real problems
emerge. Stochastic approaches appear to be a viable solution
(and sometimes the only), for these problems. One of the
most widely used methods for stochastic global optimization
is the combination of GAs and simulated annealing [23]. The
problem in that situation has to do with convergence speed
and the GA approaches guarantee that it will be possible to
obtain a global optimum under normal conditions. On the
other hand, pure analytic methods provide results that guaran-
tee their convergence to a global minimum with sure/certain
event probability (equals 1), although the performance shown
by the majority of implementations is not very promising.
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Which is the Initial Membership Functions

This research strategy adheres to the following two phases to
enhance output:

1. Genetic Algorithm Optimization of Scaling Factors:
The first step is to use GA to optimize the scaling fac-
tors, which they are SF1, SF2, and SF3; while keeping
the membership function base parameters fixed. The
fitness function for GA is the performance index, which
is the Integral of Square of Error (ISE) for the desired
response with the step response. The GA operations
(encoding, mutation, selection, and crossover) are ap-
plied to obtain the optimal solution that has minimum
fitness.

2. Genetic Algorithm Optimization of Membership Func-
tion Base Parameters: The second step is to use GA
to optimize the membership function base parameters
while keeping the scaling factors fixed. The Fitness
Function for GA is the same as in step 1. The GA op-
erations are applied to obtain the optimal solution that
has minimum fitness.

Integral of Square of Error (ISE) used for the performance
index in this paper, which is defined as:

T
ISE:/0 e (r)dt (1

Where T is the time that the error (e(t)) when they reach the
steady state. T = T's can be used, where T's is the settling
time. So, the relation below is the used GA fitness function
(fs) that we will use it to get minimum ISE:

1

Is=1sE

@

The GA processing are the encoding, the mutation, the
selection, and the crossover. The processing is applied in order
to get the optimal solution for the minimal fs. The survived
chromosomes encoded to five bits (A1, A2, A3, A4, AS) those
can be reduced using the Karnaugh-Map. These five bits will
be the digital inputs to the Raspberry Pi. The outputs of the
Raspberry Pi will be four Boolean functions (P1, P2, P3, P4)
and those are the memberships-base parameters after the use
of the Center of Gravity calculations. After that, they resulted
Boolean functions (P1, P2, P3, P4) are programmed using
Python 2.7 language that was stored within the Raspberry Pi 3
software. Finally, the decoder translates the resulted four bits
outputs to its equivalent analog signal (crisp output) to derive
the controlled plant. Fig. 5 illustrates the Encoder/ Decoder
of the crisp output.

V. RESULTS AND DISCUSSION (CASE STUDY)

The research provides an example of implementing the new
controller to control a plant with a specific transfer function
and step response. The GA is used to minimize the ISE
between the step response and the desired response. The
results are presented. The implementation of the controller is
to control a plant with the bellow transfer function:

Pls) = s(s—1|— 1) )

With a step response contains the following parameters
(Fig.6): Settling time (Ts) = 0.6 seconds, percentage overshoot
(PO) = 32. To minimize the ISE between the desired and the
current step response, Genetic Algorithm (GA) is used to
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Fig. 5. The Encoder/ Decoder Representation of the Crisp Output

obtain the optimized input/ output of the scaling factors (i.e.,
SF1, SF2, and SF3), while keeping without any change for
the parameters of the membership base. The GA is executed
with the following parameters: 500 generations, a population
size of 50, a chromosome length of 3 (for SF1, SF2, and SF3),
a crossover probability of 0.95 (using simple crossover), and
a mutation probability of 0.01 (using uniform mutation). The
results of this step are: The first parameter SF1 is 1.0043, the
second SF2 is 1.019, the third SF3 is -9.7989, and the ISE =
1.9362.

The Original Response

0.8r

Output Y(t)

0.4

0.2

0 0.5 1 1.5 2
Time (second)

Fig. 6. The Required Step Response

For the next step, Genetic Algorithm has been used once
more to get the membership-base parameters, while fixing that
scaling factors (SF1, SF2, and SF3), utilizing the following
parameters: 500 generations, a population size of 200, a chro-
mosome length of 35 (for the membership-base parameters: e,
ce, and ca), a mutation probability of 0.01 (using uniform mu-
tation), and a crossover probability of 0.95 (simple crossover).
The result is the membership functions for error (e), change of
error (ce), and control action (ca), with ISE equals to 1.9362,
as shown in Fig. 7, Fig. 8 and Fig. 9 illustrate the steps of GA
training. Finally, Fig. 10 shows the obtained step-response

Input: e

-2 0
Input: ce

s NB/ NS Z PS PB
N/
0 2 ‘Ao 2 4 6 8

-1 -8 -6 -4 -

Output: ca

0 . A .
-1 -8 -6 -4 -2 0 2 4 6 8 1

Fig. 7. The Optimized MFs Using Scales: e is 1.0043, ce is
1.019, and ca is -9.7989

using our GA. The resulted MFs for the two inputs (e and
ce) will be divided into regions after which each region will
choose from among all possible choices of (e / SF1) and (ce /
SF2) to cover all probabilities as shown in Table II. Applying
the mentioned values to our FLC to obtain the crisp output
(ca) and multiply it by the scaling factor SF3 to get the values
in column 3. Now the result (ca x SF3) will be approximated
then encoded using a four-bit decimal to binary encoder to
represent the variables (P1, P2, P3, P4). Finally, we will split
every five rows in Table II to create five regions represents the
input variables (A1, A2, A3, A4, AS5). Lookup table could
be built, which represents the input variables (A1, A2, A3,
A4, AS) and the output variables (P1, P2, P3, P4) as shown in
Table II1.

Using Karnaugh-map to reduce the Boolean variables to
get:

Pl = A2A3A4 + A2A4A5 + A2A3A5 + A1A2+

4
Al1A4+A1A5
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TABLE II.
ENCODING OF (E), (CE) AND (CA)
Error (e) / SF1 | Change of Error (ce) / SF2 | Crisp Value (ca) x SF3 | Approximate | Digital Conversion
-1t0-0.6 -1t0-0.6 0.694 x 9.7989 = 6.8 7 0111
-1t0-0.6 -0.6 to -0.2 0.707 x 9.7989 = 6.9 7 0111
-1t0-0.6 -0.2t0 0.2 0.583 x 9.7989 =5.7 6 0110
-1t0-0.6 0.2t0 0.6 0.374 x 9.7989 = 3.6 4 0100
-1t0-0.6 0.6to1 0.0427 x 9.7989 = 0.4 0 0000
-0.6 to -0.2 -1t0 -0.6 0.694 x 9.7989 = 6.8 7 0111
-0.6 to -0.2 -0.6to -0.2 0.672 x 9.7989 = 6.58 7 0111
-0.6 to -0.2 -0.2t0 0.2 0.261 x9.7989 =2.5 3 0011
-0.6t0 -0.2 0.2t0 0.6 0.0467 x 9.7989 = 0.45 1 0001
-0.6 to -0.2 0.6to1 -0.361 x 9.7989 = -3.53 -4 1100
-0.2t00.2 -1t0-0.6 0.683 x 9.7989 = 6.7 7 0111
-0.2t0 0.2 -0.6 to -0.2 0.536 x 9.7989 =5.25 5 0101
-0.2t00.2 -0.21t00.2 -0.0528 x 9.7989 = -0.5 -1 1111
-0.2t00.2 0.2t0 0.6 -0.389 x 9.7989 = -3.8 -4 1100
-0.2t00.2 0.6to1 -0.711 x 9.7989 = -6.9 -7 1001
0.2t0 0.6 -1t0-0.6 0.48 x 9.7989 = 4.7 5 0101
0.2t0 0.6 -0.6 to -0.2 0.285 % 9.7989 = 2.8 3 0011
0.2t0 0.6 -0.2t0 0.2 -0.318 x 9.7989 =- 3.11 -3 1101
0.2t0 0.6 0.2t00.6 -0.625 x 9.7989 = -6.1 -6 1010
0.2t0 0.6 0.6to1 -0.711 x 9.7989 = -6.9 -7 1001

0.6t0 1 -1t0-0.6 0.0301 x 9.7989 =-0.3 0 0000

0.6to 1 -0.6 to -0.2 -0.177 x 9.7989 = -1.73 2 1110

0.6to 1 -0.2t0 0.2 -0.655 x 9.7989 = -6.4 -6 1010

0.6to 1 0.2t0 0.6 -0.719 x 9.7989 = -7.04 -7 1001

0.6to1 0.6to 1 -0.711 x 9.7989 = -6.9 -7 1001

P2 = A1A2A3 + A4A5 + A2A5 + A1A3A4

S _ 5
+A1A2A4A5 +A2A3A4 ©)

P3 = A2A3A5 + ATA2A4A5 + A2A4A5 + A1A2A3A4 ©)
+A2A3A4A5 + A2A3A4AS5 + A3A4A5

P4 = A2A5 4+ A2A4 4+ A1A3A4 + A1A4A5

S 7
+A2A3A4 4 A1A2A4A5 @

These Boolean functions will be built using Python 2.7
programming language, and then contained in Raspberry Pi 3
to get an optimal robust fuzzy-genetic controller.

VI. CONCLUSIONS

The paper discussed the use of genetic algorithms (GAs) in
combination with Fuzzy Logic (FL) to create self-optimizing

fuzzy systems that can deal with several problems. Also high-
lighted is the use of the Raspberry Pi kit, a small single-board
microcomputer, to implement fuzzy controllers. GA was used
to optimize the in/out scaling factors and membership base
parameters for the fuzzy controller. It was concluded that the
combination of FL with GA has proven effective in addressing
many problems, and the use of the Raspberry Pi kit provides
a suitable processor for implementing fuzzy controllers. The
paper also stresses the importance of stochastic methods such
as GA for solving complex optimization problems.
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